Abstract – Most of the threat modeling approaches do not stipulate when and what types of threats should be identified and modeled in each software development phase. This paper addresses a threat and security modeling approach in software requirements and architecture. The threats to software systems are classified and modeled as input and output, class and message threats in software requirements, and message communication threats in software architecture so that the security countermeasures are modeled and designed against the threats. The modeling of threats and security countermeasures is described by means of the underlying meta-models of software requirements and software architecture models. An online shopping system is used to demonstrate the approach.

Keywords – Threat; Security Modeling; Meta-Model; Software Requirements; Software Architecture.

I. INTRODUCTION

The identifying and modeling of threats to software systems are the starting point of developing secure systems that protect sensitive assets from the threats. A secure system is specified and designed together with security countermeasures to neutralize the threats. A secure system enables to defeat only the attacks caused by the identified and modeled threats. A security-sensitive system can be vulnerable to attacks if any critical threats are not identified and modeled in software development.

Several threat modeling approaches [Schneier99, Abi-Antoun06, Torr05, Sindre05, McDermott99, Srivatanakul05, Lund11, Shevchenko18] have been suggested to model the threats to software systems. However, most of the threat modeling approaches do not stipulate when and what types of threats should be identified and modeled in software development. The approaches might overlook the threats unnoticed because they may require all threats to be identified in only one development phase (e.g., requirements specification or design).

This paper aims at developing a threat and security modeling approach that describes when and what types of threats are identified and modeled in software development as well as the modeling of security countermeasures against the threats. The approach to modeling threats and security is described by means of the meta-model, which is a model of software system models.
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II. RELATED WORK

Threat Modeling. Threats in a system have been modeled by several approaches, which include attack trees [Schneier99], data flow diagrams [Abi-Antoun06, Torr05], and UML-based modeling [Sindre05, McDermott99, Srivatanakul05]. Attack trees [Schneier99] provide an approach to modeling and analyzing the threats of systems, and the threats are analyzed in terms of attacker’s capabilities. The design models in the research [Abi-Antoun06, Torr05] are specified with data flow diagram, and the threats to the models are identified and analyzed using scenarios of each function in a system. Several threat modeling approaches, such as misuse cases [Sindre05], abuse cases [McDermott99], and HAZOP (Hazard and Operability Analysis) [Srivatanakul05], have been developed for object-oriented software systems. The approaches model threats using the use case model in UML and capture security requirements against the threats. The CORAS in [Lund11] is a model-driven risk analysis that assesses the risks of assets in the system. The authors in [Shevchenko18] describes threat modeling methods that target different parts of the development process.

Secure Software Development. The studies in [Lodderstedt02] proposed a new modeling language based on UML for the model-driven development of secure distributed systems. The research in [Turpe17] describes the interplay of three dimensions: threats, security goals, and system design. Security patterns in [Fernandez13, Schumacher06] address the broad range of security issues that should be considered in the stages of software development lifecycle.

In earlier work by a coauthor in [Gomaa04], an approach has been described to model complex applications by modeling security requirements and designs separately from application requirements and designs using the UML notation. In later work by the coauthor in [Shin07], an approach has been described for modeling the evolution of a non-secure application to a secure application in terms of a requirements model and a software architecture. The recent work of the coauthors proposes the design of reusable secure connectors [Shin17a] and describes security failure-tolerant requirements specification and analysis [Shin17b, Shin18].

III. THREATS IN SOFTWARE REQUIREMENTS AND ARCHITECTURE MODELS

The threats to systems are determined by considering the sensitive assets that are described in software requirements and
architecture. Fig. 1 depicts the threats to sensitive assets in software requirements and software architecture. The threats to input and output (I/O) are induced by an actor’s interactions with a system, which are described in software requirements specification that is modeled in this paper by means of the use case model in the unified model language (UML) [Booch05, Rumbaugh04, Gomaa11]. An actor’s sensitive input to and output from a system can be compromised, whereas an actor’s untrusted input can compromise the system.

The threats to classes occur when the objects of classes in the static model for requirements analysis are engaged in processing or storing sensitive data. The static model is used in UML to depict the static structural aspects of a system by defining the classes in the system, their attributes, and relationships between classes.

A sensitive message passed between objects in the communication model in requirements analysis can be threatened. The dynamic aspect of a system is captured in the communication model of UML through objects and the messages passed between objects. The sensitive messages passed between objects can be threatened.

The messages communicated between components in software architectures can be compromised when the message communication between components are insecure. A message in software architectures is sent by a component to another via a connector that encapsulates the detail of message communication. Insecure connectors can breach the sensitive messages communicated between components.

The threats to I/O are identified by means of analyzing the use case description that describes an actor’s input to the system and the system’s responses to the actor. The threat is described using a security use case [Gomaa04], separately from application use cases (Fig. 2). When a system requires a security countermeasure, the security use case extends the application use case at an extension point. The make order request use case is an application use case in an online shopping system [Gomaa11], verifying a customer credit card payment and processes a customer’s order request.

Security countermeasure against an I/O threat is specified using a security use case [Gomaa04], separately from application use cases (Fig. 2). When a system requires a security countermeasure, the security use case extends the application use case at an extension point. The make order request use case is taken for the make order request use case against the unauthenticated ID input threat (Fig. 3).

The threats and security in the static model for software requirements analysis are described in the underlying meta-model [Gomaa08] of the class model (Fig. 5b). The threats to classes are described as the class threat meta-class that threatens the class meta-class through the threaten meta-class. The security countermeasures are described as the security class meta-class that is specialized from the class meta-class. The security countermeasures are described as the security class meta-class that is specialized from the class meta-class.
class meta-class supports the use case meta-class in the use case meta-model (Fig. 5a), which needs classes to implement the functionality of the use case.

Fig. 5 Meta-Model of Requirements Analysis

The class threats are identified by considering the role of each class, such as interface, entity, control, or application logic [Gomaa11]. An interface class that interfaces to and interacts with an actor must be secure to receive sensitive input from or send sensitive output to the actor. An entity class that stores data might have sensitive data (e.g., patient medical record) that requires security. A control class that contains the system’s sensitive state information or coordination logic might be required. Also, non-repudiation may be required to prove the message presence between objects later. The message threats are determined by examining the messages passed between objects on the communication diagrams. The security objects against the message threats are determined and incorporated into the communication diagrams.

Fig. 6 Credit Card Disclosure class threat and its description

b) Meta-Model of Communication Model

c) Meta-Model of Communication Model

The meta-model [Gomaa08] of the communication diagram (Fig. 5c) describes the threats to messages passed between objects and the security against the threats. The security object meta-class is specialized from the object meta-class (Fig. 5c), which is utilized to refine the use case meta-class in the use case model (Fig. 5a).

The message threats in the communication model can be the threats to confidentiality, integrity, or non-repudiation security of messages from the application perspective. When a sensitive message is sent by an object to another, the message must be confidential or must not be tampered with. The message threats are determined by examining the messages passed between objects on the communication diagrams. The security objects against the message threats are determined and incorporated into the communication diagrams.

The Order Request Repudiation message threat is modeled in Fig. 7a in which it threatens the order request message in the make order request use case when the Customer Interface object sends the order request message to the Delivery Order entity object. Fig. 7b depicts the message threat description for the Order Request Repudiation message threat. As the Order Request Repudiation message threat is identified, a digital signature is taken as a security countermeasure, which is realized by means of the Digital Signature Generator security class (Fig. 7a), and the Digital Signature Verifier security class (Fig. 7a).

Fig. 7 Order Request Repudiation message threat and its Description

VI. THREAT AND SECURITY MODELING IN SOFTWARE ARCHITECTURE

The threats and security in software architecture are described in the underlying meta-model of software architecture model (Fig. 8b) in which a component sends a message to or receives it from another through a connector. The message communication threat meta-class threatens the message meta-class between components. The secure connector meta-class is specialized from the connector meta-class. The component meta-class consists of object meta-class in the meta-model of communication model (Figs. 8a and 5c).

The message communication threats are identified in terms of integrity, confidentiality, non-repudiation, authentication and authorization from the software architecture perspective.
The sensitive messages communicated between components can be tampered with or can be disclosed. Fig. 9a depicts a message communication threat to the order request message sent by a Customer component to a Delivery Order component in which the order request can maliciously be changed. Fig. 9b depicts the message communication threat description for the order request message.

For countering the message communication threats, a secure connector [Shin17a, Shin18a] is designed by separately considering the message communication pattern and the security patterns required by application components. A secure connector (Fig. 8) is a distributed connector, which consists of a secure sender connector for a sender application component, and a secure receiver connector for a receiver application component.

VII. CONCLUSIONS AND FUTURE WORK

This paper describes a threat and security modeling approach for software requirements and architecture, which is described by means of the meta-model of the use case model, static model, communication model, and software architectural model. The threats are classified and modeled as I/O threat, class threat, message threat and message communication threat. The security countermeasures are modeled as a security use case for an application use case, a security class for an application class, a security object for an application object, and a secure connector for a simple connector.

This paragraph describes future research for the threat and security modeling of software requirements and architectures. A way of future research could be designing security fault-tolerant secure connectors, which tolerate the breaches of software architectures.