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Abstract—Both novice and experienced developers rely more and 
more in external sources of code to include into their programs by 
copying and pasting code snippets. This behavior differs from the 
traditional software design approach where cohesion was achieved 
via a conscious design effort. Due to this fact, it is essential to know 
how this copy and paste programming practices are actually 
carried out, so that IDEs and code recommenders can be designed 
to fit with developer expectations and habits. Our objective is to 
identify the role of copy and paste programming or code clone in 
current development practices. A Systematic Mapping Study 
(SMS) has been conducted, searching the main scientific 
databases. The search retrieved 1271 citations and 39 articles were 
retained as primary studies. The primary studies were categorized 
according to eight areas: General information of clone usage, 
developer behavior, techniques and tools for clone detection, 
techniques and tools for clone reuse, patterns of cloning, clone 
evolution, effects of code cloning in software maintenance and 
development, and tools for clone visualization. The areas, 
techniques and tools of clone detection and developer behavior are 
strongly represented in the sample. The areas that have been least 
studied in the literature found in the SMS are tools of clone 
visualization and patterns of cloning. 
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I.  INTRODUCTION 
The huge amount of source code available online has 

changed coding practices. Both novice and experienced 
developers rely more and more in external sources of code to 
include into their programs by copying and pasting code snippets 
[1][2], which is basically a term used in system engineering. To 
copy the code and reuse the code, either by doing some 
modifications or without doing any modification in the existing 
code, are common activities in software development [3]. Copy 
and paste is often done by inexperienced or student 
programmers, who find the act of writing code from scratch 
difficult or irritating and prefer to search for a pre-written 
solution or partial solution they can use as a basis for their own 

problem solving [1]. Copy and paste is also done by experienced 
programmers, who often have their own libraries of well tested, 
ready-to-use code snippets and generic algorithms that are easily 
adapted to specific tasks [2]. This behavior differs from the 
traditional software design approach, where cohesion was 
achieved via a conscious design effort [4]. It also differs from 
the code reuse attained through the usage of re-use repositories 
built for such specific purpose. We need to know how this copy 
and paste programming practices are actually carried out, so that 
IDEs and code recommenders can be designed to fit with 
developer expectations and habits. The research work aims to 
identify the role of copy and paste programming or code clone 
in current development practices, by identifying through a 
Systematic Mapping Study [12] the current knowledge about 
this topic in the existing literature. 

Paper organization. In Sec. 2, we present related work. In 
Sec. 3, we describe the research method of the SMS. Sec. 4 
presents the results of the SMS. In Sec. 5, we discuss the results 
and threats to validity, and finally Sec. 6 concludes. 

II. RELATED WORKS 
We found six systematic reviews related to copy and paste 

[5]-[10]. The literature review by [5] presents various methods 
that researchers have used to study clone evolution and 
summarizes the advantages and disadvantages of relevant 
research on clone evolution. The literature review by [6] has 
studied code cloning and various techniques to detect code 
clones. The SMS by [7] focuses on metric-based clone detection 
techniques and various tools used in previous studies. The 
literature review by [8] puts a light on all the types of clones and 
various techniques for the detection of clones. The systematic 
review by [9] analyzes how code clones can be detected and 
which techniques and tools are used for this purpose. The 
literature review by [10] presented comparative review of 
various clone detection techniques. Most of these literature 
reviews are related to code clone detection and code clone 
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evolution, they do not refer to developer behavior, techniques 
and tools of clone reuse, patterns of cloning, tools for clone 
visualization and effects of code cloning in software 
maintenance and development. After analyzing papers that refer 
to those areas mentioned above, we can confirm that there is no 
SMS on these areas of code cloning, Therefore, we identify a 
lack of systematic approaches to identify the state of the art in 
these areas of code cloning. 

III. RESEARCH METHOD 
We aim to answer the following research questions: (RQ1) 

What is the state of the art of copy and paste? and (RQ2) How 
do developers use copy and paste? To answer both questions, we 
have carried out an SMS. 

A. Define the Search Strategy 
For the definition of the search string, we need to perform 

the following steps: Conformation of the control group (CG), 
identification and selection of the keywords, conformation of the 
search strings, and specification of the inclusion and exclusion 
criteria. To form the CG, we conducted a traditional search to 
identify papers directly related to our research. As a result of this 
search, we found a total of 10 papers: [3][13]-[21]. In the papers 
of the CG the words that appear most frequently must be 
identified. The keywords were obtained from a table with the 
frequency of all the words that appear in the articles of the CG. 
Once the keywords were identified, several options were built 
for the search string. Finally, we opted for the following search 
string: (“copy and paste code” OR “source code reuse” OR 
“code reuse” OR “code snippets reuse” OR “code clone” OR 
“code cloning” OR “software clones”) AND (analysis OR 
design OR approach OR behavior OR habits OR intent OR 
research OR patterns OR “usage patterns” OR method OR 
techniques OR tools) AND ("software system" OR development 
OR developer OR system OR programming). The criteria used 
to retrieve the fundamental studies are summarized below. These 
criteria were applied by 3 of the authors of the paper. 

a) Inclusion criteria: The paper is related to copy and paste 
behavior; OR the paper discusses aspects related to copy and 
paste patterns; OR the paper is related to code clones; OR the 
paper is about finding duplicated code. 

b) Exclusion criteria: The paper is about traditional code 
reuse; OR the paper discusses about creating repository for 
future reuse; OR the paper is about programing for reuse; OR 
the paper is about managing duplicated code; OR the paper is a 
review; OR the paper is written in a language other than 
English.  

B. Select the Studies 
The search for studies was carried out in the following digital 

databases: Scopus, ACM Digital Library, and IEEE Xplorer. 
Once the list of Retrieved Papers is obtained (1271), it is 
necessary to eliminate duplicates between the databases and as a 
result of this first debug the Non-Duplicate Candidate Papers 
are obtained. Then, a first filter must be made applying the 
inclusion and exclusion criteria on the title, summary and 
keywords of each of the Candidate Papers (163). Studies 

obtained from the first filter were evaluated again in a second 
filter. In this second filter, each researcher applied the inclusion 
and exclusion criteria to the full text of each of the studies. As a 
result, the group of Primary Studies was obtained (39). The 
search was conducted in November 2019. 

C. Extract the Data and Perform Data Synthesis 
Once the primary studies are obtained, the relevant 

information is extracted to answer the research questions. Figure 
1 provides an overview of the primary studies retrieved by the 
SMS. It is made of three categories, determined by the year of 
publication, type of paper and research areas.  

Figure 1.  Mapping showing the primary study distribution 

The left-hand side is composed of two scatter (XY) charts 
with bubbles at the intersections of each category. The size of 
each bubble is determined by the number of primary studies that 
have been classified as belonging to the respective category at 
the bubble coordinates. The right-hand side of the figure shows 
the number of primary studies by publication year. We can 
observe that publications started to grow from 2016 and many 
papers have been published since then, confirming the raising 
interest in this research area. 

IV. RESULTS 
After analyzing the primary studies (see Figure 1) and papers 

belonging to the CG, we identified eight different research areas: 
General information of clone usage, developer behavior, 
techniques and tools for clone detection, techniques and tools for 
clone reuse, patterns of cloning, clone evolution, effects of code 
cloning in software maintenance and development, and  tools for 
clone visualization. Next, we will describe each of these areas. 

General Information of Clone Usage. This area deals with 
clone types and high-level uses of clone information, as well 
clone usage patterns [3][15][18]-[23]. 

Developer Behavior. This area is about how developers face 
the use of clones (how they search, how they embed them in their 
code, etc.) [13]-[16][19][20][24]-[30]. 

Techniques and Tools for Clone Detection. This area studies 
the techniques and tools for clone detection, analysis and 
management and the use of clone-aware tools [3][11][14][31]-
[43]. 
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Techniques and Tools for Clone Reuse. This area studies the 
techniques and tools for clone reuse. Such as the interactive 
approach for recommending where and how to modify the 
pasted code, the approach to merge similar pieces of code by 
creating suitable abstractions, etc. [44]-[48]. 

Patterns of Cloning. This area describes several patterns of 
cloning, such as forking, templating and customization; the pros 
and cons of cloning; and methods for managing code clones 
[17][49]. 

Clone Evolution. In this area the clone community focuses 
on how cloned code evolves over time [15][24][50]-[54]. As this 
code changes, it exhibits various patterns and characteristics. 

Effects of Code Cloning in Software Maintenance and 
Development. This area studies the effects of code cloning. It 
deals with the maintenance problems that clone codes can cause, 
as well as the clone display tools and clone patterns and 
refactoring recommendations to solve such problems [18][55]-
[57]. 

Tools for Clone Visualization. This area studies tools for 
code clone visualization. These code clone visualization tools 
are used for checking code and analyzing code clones [58][59].  

V. DISCUSSION AND VALIDITY THREATS 
The analysis reveals that clone detection areas, techniques 

and tools, and the related developer behavior are strongly 
represented in the sample. Whereas techniques and tools for 
clone detection are represented by 14 publications (35.9% of the 
total), developer behavior is the second largest group of primary 
studies, with a total of 8 publications, that is, 20.5% of all of the 
primary studies retrieved in the SMS (39). The areas that have 
been least studied in the literature found in the SMS are tools for 
clone visualization and patterns of cloning. Judging by the 
increase in the number of publications since 2016, the practice 
of copy and paste is of notable interest. 

We identify as possible threats to validity: (i) coverage of 
research questions (RQs), (ii) bias towards certain publications, 
(iii) quality of the evaluation, and (iv) lack of knowledge of the 
area. It is probable that the proposed RQs could partially cover 
the study theme, which we try to mitigate by defining a work 
objective and raising several RQs in consensus, with the purpose 
of making the objective attainable. It is possible that in an SMS 
the process is directed towards a specific group of studies, which 
we avoid by forming a literature CG and by consensus building 
a search chain with explicit terms obtained from the CG. It is 
likely that the quality of the evaluation of the studies was not 
adequate due to lack of expertise in the research area, which we 
mitigate by including in the team an investigator with experience 
in the subject of code clone. 

VI. CONCLUSIONS 
This paper describes the SMS conducted to answer the 

following research questions. In this section, we have considered 
the 39 primary studies plus the 10 papers of the control group 
where one of them has been obtained in the set of primary 
studies, making a total of 48 papers analyzed. 

RQ1. The research on copy and paste or code clone deals 
with eight areas: General information of clone usage, developer 
behavior, techniques and tools for clone detection, techniques 
and tools for clone reuse, patterns of cloning, clone evolution, 
effects of code cloning in software maintenance and 
development, and tools for clone visualization. Most primary 
studies and papers belonging to the CG (33.3%) focus on 
techniques and tools for clone detection, followed by the ones 
about developer behavior (27.1%) and the studies dealing with 
general information of clone usage (18.8%). 

RQ2. Several patterns for using copy and paste have been 
defined: Elementary patterns (between, within, within and 
between, external paste) and complex patterns (repeat, 
distribution, relay, unknown). On the one hand, the elementary 
patterns are composed of a single copy and paste interaction 
involving one or more files. On the other hand, complex patterns 
are composed of two or more copy and paste incidents involving 
more than two files [13]. 
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